Day1

**OOP**

There are mainly 3 terms in object oriented programming. They are : class object and reference variable.

**Class**

A class is a blueprint or template for creating objects. It defines the attributes (data) and methods (functions) that the objects created from the class will have. For example: a class is a recipe, and the objects as the actual dishes made using that recipe. The essentials that are needed to make the food are reference variables. Inside class we can create variables (attributes, properties) or functions. Functions inside the class are called methods (behaviors, actions).

**Syntax:**

class className:

‘’’doc string’’’ #this is optional

#variables

#methods

**Object**

An object is an instance of a class. When a class is defined, no memory is allocated until an object is created. Objects are the actual data created using the class blueprint.

**Reference Variable**

A reference variable stores the memory address of an object. It refers to the object created in memory. In Python, when we create an object, the variable doesn’t store the object itself but a reference to that object.

Let’s see an example here:

|  |
| --- |
| class student:  '''This class is demo class. This class does nothing'''  def \_\_init\_\_(self, name, roll, marks):  self.name=name  self.roll= roll  self.marks= marks    def info(self):  print("hello my name is: ",self.name)  print("hello my roll no is: ",self.roll)  print("hello my marks is: ",self.marks)    s= student('Bhaskar',23,90) #s is reference variable and student() create the object  s.info()  output:  hello my name is: Bhaskar  hello my roll no is: 23  hello my marks is: 90 |

Important points:

* Objects are instances of classes.
* Reference variables store the address of objects, not the actual object itself.
* Multiple reference variables can point to the same object.
* Python uses automatic memory management (garbage collection), so when no reference variable points to an object, it is deleted from memory.

**Constructor in python**

In Python, a constructor is a special method used for initializing objects when they are created. The constructor is defined using the \_\_init\_\_() method in a class. It is automatically called when a new instance of the class is created, allowing us to set up the initial state of the object.

**Key Points About the Constructor (\_\_init\_\_()):**

* **Initialization**: It initializes the object's attributes.
* **Automatic Call**: It is automatically called whenever an object is instantiated.
* **Optional Arguments**: We can pass arguments to the constructor to initialize the object's attributes

**Syntax**:

class ClassName:

def \_\_init\_\_(self, parameters):

# Initialization of attributes

self.attribute1 = value1

self.attribute2 = value2

|  |
| --- |
| class Person:  # Constructor method  def \_\_init\_\_(self, name, age):  self.name = name # Assign the parameter 'name' to the object's attribute 'name'  self.age = age # Assign the parameter 'age' to the object's attribute 'age'  # Method to display information  def display\_info(self):  print(f"Name: {self.name}, Age: {self.age}")  # Creating an object of the Person class  person1 = Person("Bhaskar", 23)  person1.display\_info()  Output:  Name: Bhaskar, Age: 23 |

**Default Constructor (No Parameters):**

If we don't define the \_\_init\_\_() method, Python will provide a default constructor that doesn’t initialize any attributes.

|  |
| --- |
| class Animal:  pass  # Creating an object with the default constructor  dog = Animal() |

**Constructor with Default Values:**

We can also provide default values to parameters in the constructor, which will be used if no arguments are passed when the object is created.

|  |
| --- |
| class Car:  def \_\_init\_\_(self, brand="Toyota", model="Corolla"):  self.brand = brand  self.model = model  def display(self):  print(f"Car: {self.brand} {self.model}")  # Object with default values  car1 = Car()  car1.display()  Output:  Car: Toyota Corolla |

Python doesn’t support constructor overloading like some other programming languages (i.e., we can’t define multiple \_\_init\_\_() methods). When we define multiple \_\_init\_\_() then the most recent one will be called and other are ignored.

**Self-argument**

In Python, the self argument refers to the instance of the class itself and is used to access the attributes and methods of the class. It is a convention in Python to use self as the name of the first parameter in instance methods, although we can use any other name but it's highly recommended to stick with self for clarity and consistency. It represent the current object. First argument of constructor is always self.

**Key Points About self:**

1. **Refers to the Object**: self represents the instance of the class (the object) through which a method is called.
2. **Used in Instance Methods**: It is passed automatically to instance methods and allows the method to access the object’s attributes and other methods.
3. **Not Passed Manually**: When you call an instance method, Python automatically passes the self argument, we don’t need to provide it explicitly.
4. **Mandatory in Instance Methods**: In Python, self must be the first parameter in instance methods.

|  |
| --- |
| class Dog:  def \_\_init\_\_(self, name, breed):  self.name = name # Using self to refer to instance attributes  self.breed = breed  def bark(self):  print(f"{self.name} says bhawwww!") # Accessing the instance attribute using self  dog1 = Dog("kancho", "Golden Retriever")  dog1.bark()  Output:  kancho says bhawwww! |

**Why self is Needed:**

* Without self, we wouldn't be able to reference the object's attributes or methods.
* It allows each instance of the class to maintain its own set of data, preventing attribute conflicts between objects.

Self is a reference to the current instance of the class. It allows methods to access and modify the instance’s attributes and call other instance methods. It's a crucial part of object-oriented programming in Python, making it possible to handle object-specific data.
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**Types of variables**

In Object-Oriented Programming (OOP), variables are classified based on their scope, lifetime, and accessibility within a class and objects. In Python, the three main types of variables used in OOP are:

1. Instance Variables (Object level variables)
2. Static Variables (Class level variables)
3. Local Variables (Method level variables)
4. **Instance variables**

Instance variables are variables that are unique to each object (instance) of a class. They are defined inside the \_\_init\_\_() method (constructor) or any instance method using self. First argument of instance variable is always self .These variables are accessible only by the instance (object) they belong to. They exist as long as the object exists. Different instances can have different values for these variables.

|  |
| --- |
| class Employee:  def \_\_init\_\_(self, name, salary):  # Instance variables, unique to each object  self.name = name  self.salary = salary  def display\_info(self):  print(f"Name: {self.name}, Salary: {self.salary}")  # Creating two instances of Employee  emp1 = Employee("Bhaskar", 50000)  emp2 = Employee("Kabin", 60000)  # Accessing instance variables  emp1.display\_info()  emp2.display\_info()  Output:  Name: Bhaskar, Salary: 50000  Name: Kabin, Salary: 60000 |

In the example above, name and salary are instance variables, and each object (emp1, emp2) has its own copy of these variables.

1. **Static variables**

Static variables are variables that are shared across all instances of a class. Unlike instance variables, class variables have the same value for every object created from a class, unless explicitly changed. They are often used when a property is common to all objects. Shared among all instances of the class, meaning any change made to the class variable will affect all instances.

They exist as long as the class exists. It is accessed either by using the class name (ClassName.variable) or through an instance of the class.

|  |
| --- |
| class Employee:  company\_name = "MeroShare"  def \_\_init\_\_(self, name, salary):  # Instance variables  self.name = name  self.salary = salary  def display\_info(self):  print(f"Name: {self.name}, Salary: {self.salary}, Company: {Employee.company\_name}")  # Creating two instances  emp1 = Employee("Bhaskar", 50000)  emp2 = Employee("Kabin", 60000)  # Accessing class and instance variables  emp1.display\_info()  emp2.display\_info()  Output:  Name: Bhaskar, Salary: 50000, Company: MeroShare  Name: Kabin, Salary: 60000, Company: MeroShare  🡨---------------------------------------------------------🡪  # Changing the class variable  Employee.company\_name = "CodeWorks"  # Both instances reflect the change  emp1.display\_info()  emp2.display\_info()    Output:  Name: Bhaskar, Salary: 50000, Company: CodeWorks  Name: Kabin, Salary: 60000, Company: CodeWorks |

In this example, company\_name is a class variable that is shared by all instances. Changing the class variable affects both emp1 and emp2 since the variable is shared across the class.

1. **Local variables**

Local variables are variables that are defined within methods and are only accessible inside those methods. They are created when the method is called and destroyed when the method returns. Local variables are not accessible outside the method in which they are defined. They are defined inside methods, without self. They exist only during the execution of the method and are destroyed once the method completes. They can be accessed directly within the method, no self is needed. It is used to store temporary data or perform operations within a method.

|  |
| --- |
| class Employee:  def \_\_init\_\_(self, name, salary):  self.name = name # Instance variable  self.salary = salary # Instance variable  def calculate\_bonus(self, percentage):  # Local variable  bonus = self.salary \* percentage / 100 # Temporary, method-specific variable  return bonus  emp = Employee("Bhaskar", 50000)  print(emp.calculate\_bonus(10))  Output:  5000 |

In this example, bonus is a local variable inside the calculate\_bonus method. It only exists while the method is executing and is not accessible outside the method.

**Types of methods**

In Object-Oriented Programming (OOP), methods are functions defined within a class to define the behavior of objects. In Python, there are three main types of methods based on how they interact with class and object data.

1. Instance Methods
2. Class Methods
3. Static Methods
4. **Instance Methods**

Instance methods are the most common type of methods in Python. They work on instance variables (specific to an object) and usually interact with the data stored within the instance of the class. To access instance variables, these methods require self as the first parameter.

Instance variables are always declared by using reference variables.

**Characteristics:**

* **Definition**: Inside the class, with self as the first parameter.
* **Scope**: They operate on the instance of the class.
* **Access**: They can access and modify instance variables via self and also call other instance methods.
* **Purpose**: To manipulate object-specific data, like updating object attributes or performing operations based on instance-specific data.

|  |
| --- |
| class Employee:  def \_\_init\_\_(self, name, salary):  self.name = name # Instance variable  self.salary = salary # Instance variable  def display\_info(self):  # Instance method accessing instance variables  print(f"Name: {self.name}, Salary: {self.salary}")  # Creating an instance of Employee  emp = Employee("Bhaskar", 50000)  emp.display\_info()  Output:  Name: Bhaskar, Salary: 50000 |

Here, display\_info() is an instance method. It uses self to access the instance variables name and salary.

Instance methods work with instance variables. They always have self as the first parameter to refer to the instance. They can modify the state of the object and access other instance methods.

1. **Class Methods**

Class methods are methods that are bound to the class and not the object instance. They take cls as the first parameter, which refers to the class itself rather than an instance. Class methods can access and modify class variables, but they cannot modify instance variables directly. They are defined using the @classmethod decorator.

**Characteristics:**

* + **Definition**: Inside the class, with cls as the first parameter.
  + **Scope**: They operate on the class rather than the instance.
  + **Access**: They can access class variables and modify the class's state. However, they cannot access or modify instance variables.
  + **Purpose**: To perform operations that apply to the class as a whole, rather than specific instances.

|  |
| --- |
| class Employee:  company\_name = "TechCorp" # Class variable  def \_\_init\_\_(self, name, salary):  self.name = name  self.salary = salary  @classmethod  def change\_company(cls, new\_name):  # Class method modifying a class variable  cls.company\_name = new\_name  # Creating an instance of Employee  emp = Employee("Bhaskar", 50000)  print(emp.company\_name)  Output:  TechCorp  # Calling the class method to modify the class variable  Employee.change\_company("CodeWorks")  print(emp.company\_name)  Output:  CodeWorks |

In this example, change\_company() is a class method that modifies the class variable company\_name. It doesn't deal with specific instances but rather modifies the class's shared state.

Class methods work with class variables. It uses the @classmethod decorator and take cls as the first argument to refer to the class itself. It can modify class-level state and affect all instances of the class.

1. **Static Methods**

Static methods are methods that don't require access to instance variables or class variables. They are independent of both class and instance. Static methods are used for utility functions that don't need to interact with the class or its instances. They are defined using the @staticmethod decorator. They are basically used for temporary use.

**Characteristics:**

* **Definition:** Inside the class, without self or cls as parameters.
* **Scope:** They do not operate on the instance or the class.
* **Access:** They cannot access or modify instance variables or class variables. Static methods are entirely self-contained.
* **Purpose:** To perform actions or calculations that don’t depend on instance or class-level data. They are utility functions, often used for performing generic tasks.

|  |
| --- |
| class MathOperations:  @staticmethod  def add(a, b):  return a + b  @staticmethod  def subtract(a, b):  return a - b  # Calling static methods  print(MathOperations.add(10, 5))  print(MathOperations.subtract(10, 5))  Output:  15  5 |

In this example, add() and subtract() are static methods. They don't require access to any instance or class-level data and work solely with the provided arguments.

Static methods are independent of class and instance data. They use the @staticmethod decorator and don’t take self or cls as parameters. Ideal for utility functions or helper methods that don’t rely on the state of the class or objects.

* **Instance methods** are the most common and are used to manipulate the data unique to each object (instance).
* **Class methods** allow us to manipulate class-level data and are useful when we need to work with class variables or the class itself.
* **Static methods** are utility functions that neither rely on class nor instance data, providing a way to perform operations that don't depend on the state of an object or the class.

These three types of methods provide flexibility in how you interact with class and instance data, making OOP in Python more powerful and modular.

A banking system Program:

|  |
| --- |
| import sys  class Customer:      '''this is Bank system'''      bankname='ACEM'      def \_\_init\_\_(self,name, balance=0.0):          self.name= name          self.balance= balance        def deposit(self, amt):          self.balance= self.balance+ amt          print('New balance after deposit is: ', self.balance)        def withdraw(self,amt):          if amt>self.balance:              print('Insuffient balance. Please deposit first')              sys.exit()          else:              self.balance= self.balance-amt              print('New balance after withdrawl is: ', self.balance)  print()  print('#'\*50)  print("Welcome to ACEM Bank")  print('#'\*50)  name= input('Enter your name: ')  c= Customer(name)  while True:      print('d- Deposit \n w- Withdrawal \n e- Exit')      option = input('Enter your option: ')      if option.lower() == 'd':          amt= int(input('Enter the amount that you want to deposit: '))          c.deposit(amt)      elif option.lower() == 'w':          amt= int(input('Enter the amount that you want to withdraw: '))          c.withdraw(amt)      elif option.lower() == 'e':          print('Thank you for using our service.')          sys.exit()      else:          print('Invalid option. Please select correct option')  output:  ##################################################  Welcome to ACEM Bank  ##################################################  Enter your name: Bhaskar  d- Deposit  w- Withdrawal  e- Exit  Enter your option: d  Enter the amount that you want to deposit: 5000  New balance after deposit is: 5000.0  d- Deposit  w- Withdrawal  e- Exit  Enter your option: w  Enter the amount that you want to withdraw: 2000  New balance after withdrawl is: 3000.0  d- Deposit  w- Withdrawal  e- Exit  Enter your option: e  Thank you for using our service. |
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Another example:

|  |
| --- |
| class student:      def \_\_init\_\_(self, name , marks):          self.name= name          self.marks= marks        def display(self):          print('hi ',self.name)          print('your marks is ',self.marks)        def grade(self):          if self.marks>=60:              print('fist division')          elif self.marks>=50:              print('second division')          else:              print('failed')    n= int(input('enter number of stds: '))  for i in range(n):      name= input('enter your name: ')      marks= int(input('enter your marks: '))      s= student(name, marks)      s.display()      s.grade()      print()  output:  enter number of stds: 3  enter your name: bhaskar  enter your marks: 99  hi bhaskar  your marks is 99  fist division  enter your name: kabin  enter your marks: 96  hi kabin  your marks is 96  fist division  enter your name: ram  enter your marks: 21  hi ram  your marks is 21  failed |

We have 2 special instance method:

* setter()/mutator
* getter()/accessor

In Python, getters and setters are special instance methods used to access and modify the values of instance variables (attributes) of a class. They provide controlled access to an object's attributes, ensuring encapsulation and data protection, which are key principles in object-oriented programming (OOP).

**Getter (accessor)**

The getter method, also known as an accessor, allows reading or accessing the value of a private or protected instance variable. It provides a controlled way to retrieve the value of an attribute without directly exposing it to the user.

It helps maintain encapsulation by hiding the actual data from external access.

**Setter (Mutator)**

The setter method, also known as a mutator, allows modifying or setting the value of a private or protected instance variable. It provides a controlled way to update the value of an attribute while ensuring that only valid data is set.

It is used to validate or modify the data before assigning it to an attribute.

**Why Use Getters and Setters?**

* **Encapsulation**: By using getters and setters, the internal state (attributes) of an object is hidden from the outside world. Direct access to attributes is avoided, ensuring that the internal structure can be changed without affecting the external code that uses the object.
* **Validation**: Setters can validate or enforce constraints on the values being assigned to the attributes, ensuring that only valid data is set.
* **Control**: Getters and setters allow for greater control over how instance variables are accessed and modified, making the code more robust and flexible.

Here is an example code for getter and setter:

|  |
| --- |
| class student:      def setName(self,name):          self.name= name        def getName(self):          return self.name        def setMarks(self,marks):          self.marks= marks        def getMarks(self):          return self.marks  n= int(input('enter number of stds: '))  for i in range(n):      s= student()      name= input('enter your name: ')      s.setName(name)      marks= int(input('enter your marks: '))      s.setMarks(marks)      print('hi ',s.getName())      print('your marks is ',s.getMarks())      print()  output:  enter number of stds: 3  enter your name: bhaskar  enter your marks: 98  hi bhaskar  your marks is 98  enter your name: kabin  enter your marks: 78  hi kabin  your marks is 78  enter your name: dipesh  enter your marks: 97  hi dipesh  your marks is 97 |

Here, the class student contains two **getter** and two **setter** methods to manage the attributes name and marks of a student. The **setter** methods (setName() and setMarks()) are used to assign values to the instance variables self.name and self.marks. For example, when s.setName(name) is called, it sets the student's name to the provided input. Similarly, s.setMarks(marks) sets the student's marks. The **getter** methods (getName() and getMarks()) are used to retrieve the values of these instance variables. For instance, s.getName() returns the value of self.name, allowing the program to access and print the student’s name. This approach provides encapsulation, ensuring that the attributes name and marks are accessed and modified only through controlled methods, rather than directly, which maintains the integrity of the data.

**Classmethod**

The @classmethod decorator in Python is used to define a method that belongs to the class rather than to an instance of the class. A **class method** can be called on the class itself, and it takes the class as its first argument (conventionally named cls), rather than an instance (which is what the self argument is used for in instance methods).

Class methods are useful when we need to access or modify class-level data (i.e., data shared across all instances of the class) or when we need to create alternative constructors.

Unlike instance methods that take self as the first parameter (which refers to the instance), class methods take cls (which refers to the class). Class methods can access and modify class-level data, and are often used for operations that apply to the class as a whole, rather than individual objects.

|  |
| --- |
| class ACEM:      department=4      @classmethod      def work(cls, name):          print(f'Acem has {cls.department} departments')  ACEM.work('computer')       #classmethod so access through class name  Output:  Acem has 4 departments |

**Inner classes**

In Python, an inner class (or nested class) is a class that is defined inside another class. Inner classes are useful when we want to logically group classes that are only used in one place or when we want to encapsulate the functionality of the inner class within the outer class. Inner classes can help in organizing code and enforcing encapsulation by limiting the scope of the inner class.

Inner classes are often used to model components or logical groupings that are closely related to the outer class. The inner class can access the outer class's members (if needed) and vice versa, provided they have the right scope and permissions. To create an instance of an inner class, we first need to instantiate the outer class, and then the inner class.

|  |
| --- |
| class outer:      def \_\_init\_\_(self):          print("outer class")      class inner:          def \_\_init\_\_(self):              print('inner classes')          def m(self):              print('inner class method')  o= outer()  i= o.inner()  i.m()  Output:  outer class  inner classes  inner class method |

|  |
| --- |
| class outer:      def \_\_init\_\_(self):          print("outer object is created")      class inner:          def \_\_init\_\_(self):              print('inner object is created')          class InnerInner:              def \_\_init\_\_(self):                  print("innerinner object is created")              def m(self):                  print('inner inner class')    o= outer()  i= o.inner()  ii= i.InnerInner()  ii.m()  output:  outer object is created  inner object is created  innerinner object is created  inner inner class |
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**Garbage collection/ Garbage collector**

Garbage collection is the process of identifying and deallocating memory that is no longer reachable by any part of a program. It helps in freeing up memory that was allocated to objects that are no longer in use, making it available for other objects.

Without garbage collection, programs could suffer from memory leaks, where unused objects remain in memory, leading to inefficient memory usage and potentially causing the program to run out of memory over time.

Those object that have zero reference variable then they are useless object and are eligible for garbage collection.

The garbage collector in Python is a part of the runtime system that handles memory cleanup. It runs automatically in the background to free memory used by unreachable objects. However, Python also provides a module called gc that allows developers to interact with and control the garbage collection process manually. We can enable or disable the garbage collector. When there is sufficient amount of storage then only garbage collector is disabled but it is strongly not recommended to disable garbage collector.

|  |
| --- |
| import gc  # Disable automatic garbage collection  gc.disable()  # Force garbage collection manually  gc.collect()  # Enable garbage collection  gc.enable() |

**Destructor**

A **destructor** is a special method that is called when an object is destroyed or goes out of scope. Its primary purpose is to perform cleanup operations, such as releasing resources like memory, file handles, or database connections, before the object is completely removed from memory.

In Python, destructors are defined using the \_\_del\_\_() method, which is automatically called when an object is about to be destroyed by the garbage collector.

Destructor does not destroy object, garbage collector destroy it. But destructor deallocate the initialize memory, database or network.

**When is the Destructor Called?**

The \_\_del\_\_() method is invoked under these circumstances:

* **When the object’s reference count reaches zero**: This happens when there are no variables or objects referencing the instance.
* **When the program ends**: If the object still exists at the end of the program, the destructor will be called before the program exits.

However, it's important to note that Python's garbage collector handles the cleanup of objects, and \_\_del\_\_() is not always guaranteed to run immediately when an object goes out of scope.

In python per user constructor and per user destructor is called

|  |
| --- |
| class test:      def \_\_init\_\_(self):          print("this is constructor")      def \_\_del\_\_(self):          print("this is destrutor")    l=[test(),test(),test()]  output:  this is constructor  this is constructor  this is constructor  this is destrutor  this is destrutor  this is destrutor |

**Difference between constructor and destructor**:

|  |  |  |
| --- | --- | --- |
| **Features** | **Constructor** | **Destructor** |
| Purpose | Initializes a new object and allocates memory for it. | Cleans up and deallocates resources when an object is destroyed. |
| Method name | \_\_init\_\_(self) | \_\_del\_\_(self) |
| Called when | Automatically called when an object is created. | Automatically called when an object is about to be destroyed or goes out of scope. |
| Arguments | Can accept arguments to initialize the object’s attributes. | Does not take any arguments (except self). |
| Action | Sets up the initial state of the object (e.g., initializing attributes). | Cleans up any resources the object is using (e.g., closing files, releasing memory). |
| Number of Times Called | Called once when the object is created. | Can be called multiple times, but typically occurs once when the object is destroyed. |

**Using Members of one class inside another class**

We have 2 possibilities to use variable of one class in another. They are:

* HAS-A relation (composition)
* IS-A relation (inheritance)

**Composition method (HAS-A)**

Making a big object by combining many small object then it is called composition object. The Has-A relationship represents a composition or aggregation relationship between objects. In this relationship, one class contains another class as a member, implying that the class has another object as part of its attributes. This does not imply inheritance but rather an association where one object "owns" or "uses" another object.

A class has a reference to another class or object. This relationship is modeled using composition or aggregation.

|  |
| --- |
| class engine:      a= 10      def \_\_init\_\_(self):          self.b= 20      def m1(self):          print("This is engine. ")    class car:      def \_\_init\_\_(self):          self.engine= engine()      def m2(self):          print('Car object using engine object')          print(self.engine.a)          self.engine.m1()          print(self.engine.b)  c= car()  c.m2()  output:  Car object using engine object  10  This is engine.  20 |

Another example:

|  |
| --- |
| class car:      def \_\_init\_\_(self,name,model,color):          self.name= name          self.model= model          self.color= color      def getinfo(self):          print(f'Car name : {self.name}\n Car model: {self.model}\n Car color: {self.color}')    class employee:      def \_\_init\_\_(self,ename, eno, car):          self.ename= ename          self.eno=eno          self.car= car      def empinfo(self):          print("Employee name: ",self.ename)          print("Employee number: ",self.eno)          print("Employee car information: ")          self.car.getinfo()    c= car('Tesla','V2','Red')  e= employee('Bhaskar',23,c)  e.empinfo()  output:  Employee name: Bhaskar  Employee number: 23  Employee car information:  Car name : Tesla  Car model: V2  Car color: Red |
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**Inheritance (IS-A relationship)**

The process of creating new classes based on some existing classes. In Python, an IS-A relationship refers to inheritance in Object-Oriented Programming (OOP), where one class (the child or derived class) inherits attributes and behaviors (methods) from another class (the parent or base class). This establishes a hierarchical relationship, indicating that the child class "is a" type of the parent class. In Python, inheritance allows the child class to inherit methods and properties of the parent class, making it a subtype of the parent class.

**Key Features of IS-A Relationship (Inheritance):**

1. **Reusability**: The child class can reuse code from the parent class, promoting code reuse.
2. **Extensibility**: The child class can extend or override the functionality of the parent class.
3. **Hierarchy**: The IS-A relationship creates a hierarchy where the child class is a specialized form of the parent class.
4. We always create the object of child class.

|  |
| --- |
| class P:      def m(self):          print('this is m method of class P')    class C(P):      def m1(self):          print('this is m1 metho of class C')  c= C()  c.m()  c.m1()  output:  this is m method of class P  this is m1 metho of class C |

|  |
| --- |
| class P:      a=10      #instance method      def \_\_init\_\_(self):          self.b=20      def m1(self):          print('this is instance method.')      @classmethod      def m2(self):          print('this is class method')      @staticmethod      def m3():          print('this is static method')  class C(P):      pass  c= C()  print(c.a)  c.m1()  c.m2()  c.m3()  output:  10  this is instance method.  this is class method  this is static method |

|  |
| --- |
| class person:      def \_\_init\_\_(self,name,age):          self.name=name          self.age=age      def eat(self):          print("Person eat momo")    class employee(person):      def \_\_init\_\_(self, name, age,eno,esal):          super().\_\_init\_\_(name,age)          self.eno=eno          self.esal=esal      def work(self):          print("Employee can work")      def empinfo(self):          print("employee name: ",self.name)          print("employee age: ",self.age)          print("employee employee number: ",self.eno)          print("employee salary: ",self.esal)  e= employee('Ram',23,'e01',50000)  e.eat()  e.work()  e.empinfo()  output:  Person eat momo  Employee can work  employee name: Ram  employee age: 23  employee employee number: e01  employee salary: 50000 |

IS-A and HAS-A relationship in a single example.

|  |
| --- |
| class car:      def \_\_init\_\_(self,name,model,color):          self.name= name          self.model= model          self.color= color      def getinfo(self):          print(f'Car name : {self.name}\n Car model: {self.model}\n Car color: {self.color}')    class person:      def \_\_init\_\_(self,name,age):          self.name=name          self.age=age      def eatanddrink(self):          print("Person eat momo and drink coke")  class employee(person):      def \_\_init\_\_(self, name, age,eno,esal,car):          super().\_\_init\_\_(name, age)          self.eno=eno          self.esal=esal          self.car=car      def work(self):          print('employee can work')      def empinfo(self):          print("employee name: ",self.name)          print("employee age: ",self.age)          print("employee employee number: ",self.eno)          print("employee salary: ",self.esal)          print()          print('car details is:')          self.car.getinfo()  c=car('Tesla','V2','Black')  e= employee('Bhaskar',23,'e01',100000,c)  e.empinfo()  e.work()  e.eatanddrink()  output:  employee name: Bhaskar  employee age: 23  employee employee number: e01  employee salary: 100000  car details is:  Car name : Tesla  Car model: V2  Car color: Black  employee can work  Person eat momo and drink coke |

Composition and aggregation

Types of inheritance

* Single inheritance
* Multi-level inheritance
* Hierarchical inheritance
* Multiple inheritance
* Hybrid inheritance
* Cyclic inheritance